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Abstract: This study presents a fast hyperparameter optimization algorithm based on the benefits and shortcomings
of the standard grid search (GS) algorithm for support vector regression (SVR). This presented GS-inspired algorithm,
called fast grid search (FGS), was tested on benchmark datasets, and the impact of FGS on prediction accuracy was
primarily compared with the GS algorithm on which it is based. To validate the efficacy of the proposed algorithm and
conduct a comprehensive comparison, two additional hyperparameter optimization techniques, namely particle swarm
optimization and Bayesian optimization, were also employed in the development of models on the given datasets. The
evaluation of the models’ predictive performance was conducted by assessing root mean square error, mean absolute
error, and mean absolute percentage error. In addition to these metrics, the number of evaluated submodels and the
time required for optimization were used as determinative performance measures of the presented models. Experimental
results proved that the FGS-optimized SVR models yield precise performance, supporting the reliability, validity, and
applicability of the FGS algorithm. As a result, the FGS algorithm can be offered as a faster alternative in optimizing
the hyperparameters of SVR in terms of execution time.

Key words: Fast grid search, support vector regression, hyperparameter optimization, grid search

1. Introduction
In general, optimal results with machine learning methods are not attained unless their hyperparameters
are appropriately fine-tuned. In order to build an accurate classification or regression model, it is essential
to select the optimal hyperparameters of the machine learning method. Thus, the optimization of these
hyperparameters is the key point to improve the method’s training ability. Hyperparameter optimization can
be very time-consuming if done manually or unsystematically, especially when the learning method has many
hyperparameters.

Support vector machines (SVMs) represent a machine learning algorithm rooted in statistical learning
theory and the principle of structural risk minimization, showcasing robust generalization capabilities. Further-
more, SVMs embody rigorous supervised learning models, and the incorporation of the kernel trick facilitates
the development of nonlinear classifiers suitable for diverse input data types [1]. In essence, an SVM model
nonlinearly transforms the initial data into a higher-dimensional feature space and subsequently performs linear
regression within this feature space [2].
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SVMs, initially designed for classification problems, have undergone adaptations to effectively address
regression problems [3]. A notable regression technique arising from this is support vector regression (SVR),
introduced by Drucker et al. [4]. SVR has gained widespread adoption due to its ability to enhance prediction
accuracy across various domains [5–9]. Extensive studies on SVR underscore the pivotal role of hyperparameter
selection in augmenting prediction accuracy [10–12]. Consequently, similar to other machine learning methods,
the precise selection of hyperparameters significantly influences the performance of the developed SVR models.

The performance of SVR is significantly influenced by key hyperparameters, including the capacity value
(C ), the epsilon value (ϵ), the type of kernel function, and, when applicable, the associated parameters of the
kernel function. As a result, optimal selection of the kernel function and precise determination of its parameter
values are crucial. Kernel functions commonly utilized in SVR can be broadly categorized into four main types:
linear, polynomial, radial basis function (RBF), and sigmoid kernels. In previous studies [13–15], the RBF
kernel was found to be mostly superior to other kernels with satisfactory generalization capabilities. Therefore,
RBF, which requires optimizing the γ hyperparameter, is used as the kernel function in this study. To create a
precise SVR model using the RBF kernel function, it must be determined which values of (C , ϵ , γ ) are most
suitable for the provided regression problems.

The predictive accuracy of SVR is significantly impacted by the selection of hyperparameters. Unfor-
tunately, there is no established mathematical model or formula available to precisely determine the optimal
values for these hyperparameters. In order to achieve this objective, it is advisable to employ a suitable hyper-
parameter optimization algorithm to identify the desired values of the hyperparameters. This approach aims
to maximize the prediction accuracy of the SVR-based model.

In the academic literature, similar to various machine learning techniques, SVM hyperparameters are
commonly optimized through the utilization of swarm intelligence, probabilistic, physics-based, and evolutionary
algorithms. The primary objective of employing these algorithms is to enhance the predictive efficiency of the
model. Among the frequently utilized algorithms for optimizing SVM, particle swarm optimization (PSO) [16–
22], Bayesian optimization (BO) [13, 14, 23, 24], genetic algorithms [25–28], ant colony optimization [11, 33, 34],
the sine-cosine algorithm [30–32], grey wolf optimization [35–37], the gravitational search algorithm [38], and the
black hole algorithm [39] can be listed. Moreover, a wide variety of general-purpose algorithms have been put
forth with the goal of determining the hyperparameters of SVR. These algorithms encompass novel approaches,
hybrid methodologies, and enhancements of existing techniques [40–49].

In addition to the aforementioned approaches, the trial-and-error-based grid search (GS) algorithm is
extensively employed for hyperparameter tuning of SVR [50–54]. GS is an iterative process of recalculating a
given model using various combinations of hyperparameters. The objective is to identify the hyperparameter
set that results in the highest accuracy rate in model performance. This technique guarantees that GS has
a high level of accurate prediction, but it also leads to protracted computation time, even for small datasets,
because of the potentially large number of possibilities that must be investigated.

Several GS-based algorithms have been proposed recently, improving the traditional GS, to optimize
the hyperparameters of SVMs. Sun et al. [15] presented an improved GS (IGS) algorithm to optimize C

and γ by dynamically adjusting the search range and step iteratively. Beltrami et al. [55] proposed a new
hyperparameter optimizer for SVM-based classification problems called grid-quadtree (GQ), which integrates
the quadtree technique with GS. They used ten benchmark datasets to assess the GQ performance.
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In addition to the studies referenced above, Bao and Liu [56] introduced another fast grid search approach
(FGS ts ) for optimizing the hyperparameters C and γ of SVR with the RBF kernel in the context of time-
series forecasting. The basic idea of the suggested technique involves traversing the hyperparameter grid map
in the direction that exhibits the greatest reduction in error. In order to achieve this, the errors derived from
the prediction models utilizing eight points (hyperparameter sets) adjacent to the current point are calculated.
This process continues until it either reaches the boundary or returns to a previously tested point. After this
exploration process, the algorithm selects the best C and γ based on prediction measures obtained during
the training process. While there is similarity in nomenclature between the present study and the previous
study described here, it is important to note that the underlying working principles diverge significantly.
Comprehensive details regarding this algorithm can be obtained from the referenced publication [56].

The motivation for this study, which aims to optimize the hyperparameters of SVR, consists of several
important factors. Understanding the underlying motivations will help contextualize the study’s significance
and potential impact on SVR research.

• Optimizing model performance: Hyperparameter tuning significantly affects the performance of machine
learning models. Our motivation is to improve the prediction accuracy and generalization of SVR models
by developing a more efficient and effective hyperparameter optimization technique.

• Overcoming GS limitations: GS can suffer from a large number of evaluations, especially in high-
dimensional spaces. Our motivation is to address the limitations of GS and create a more efficient and
effective algorithm in finding optimal hyperparameters.

• Reducing computational burden: GS, while straightforward, can become computationally expensive, espe-
cially with large datasets or complex models. Therefore, the goal is to design an alternative algorithm that
reduces the computational burden and allows for faster and more scalable hyperparameter optimization.

• One of the motivations of this study is to develop an optimization algorithm that is not limited to SVR
but can be applied to other machine learning models with discretized search space and regression or
classification problems.

• Another motivation of this paper is to provide researchers with a valuable tool to improve the performance
of SVR models by developing a new hyperparameter optimization algorithm.

The main objective of this study is to present a fast hyperparameter optimization technique for SVR
inspired by GS, which we call fast grid search (FGS). The importance of this study could be summarized
as follows: Up to the present, no GS-based algorithm that scans the hyperparameter search space so fast
has been proposed for the hyperparameter optimization of SVR in the literature. With the introduction of this
proposed algorithm, it can be asserted that it offers an intelligent method to bypass unnecessary hyperparameter
evaluations through GS. This, in turn, enhances the efficiency of SVR while maintaining model performance,
rendering it suitable for handling large-sized datasets. To illustrate the effectiveness of the presented method on
SVR optimization, the FGS algorithm was first compared with its constituent algorithm, GS, and also two other
most used and robust optimization techniques, namely PSO and BO, for the provided benchmark datasets.

While this study introduces a novel hyperparameter optimization algorithm for SVR, it is important
to acknowledge certain potential limitations to ensure the reliability and transparency of the research. These
limitations include:
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• Limited scope of datasets: This study focuses on a set of benchmark datasets, which might not fully
represent the diversity and complexity of real-world data. The performance of the FGS algorithm could
vary on different types of datasets not considered in this study.

• The FGS algorithm was designed and tested specifically for SVR hyperparameter optimization. It
might not be directly applicable or optimal for hyperparameter optimization with other machine learning
algorithms.

• Hyperparameter search space: The effectiveness of any hyperparameter optimization algorithm is highly
dependent on the chosen search space. This study uses a predefined search space for SVR hyperparameters,
which might not be the most suitable for all datasets or SVR models.

• Limited hyperparameter combinations: Due to its time and computational advantages, FGS does not
exhaustively investigate all possible hyperparameter combinations and can potentially miss optimal hy-
perparameter sets.

• Lack of comparison with other algorithms: While this study compares the FGS algorithm with GS, PSO,
and BO, it may not have included other potentially competitive hyperparameter optimization algorithms
that could offer further insights into the FGS algorithm’s performance.

• This study has not explored the FGS algorithm’s scalability concerning large datasets. Some massive
datasets may impact the FGS algorithm’s performance.

This paper is structured into four distinct sections and the subsequent discussion is organized as follows.
Section 2 elaborates on the datasets employed and outlines the methodology, including specifics regarding the
proposed technique for optimizing hyperparameters. Section 3 focuses on presenting the FGS-optimized SVR
models, comparing them with models optimized using the techniques outlined in this paper, and evaluating
their performances on the respective datasets. The experimental results obtained from these comparisons are
thoroughly analyzed. Finally, in Section 4, a summary of the key points and findings of the paper is provided.

2. Methodology

The present study employed four benchmark datasets comprising five outputs in order to construct prediction
models based on SVR. To achieve better prediction accuracy, it is necessary to tune the hyperparameters of
each model. For the purpose of finding the optimal values of C , ϵ , and γ , a modified fast hyperparameter
optimization technique, FGS, inspired by GS, is proposed in this study. In this study, three different optimization
techniques, namely GS, PSO, and BO, were employed to identify the most effective hyperparameters of SVR for
the purpose of comparison. The effect of the presented hyperparameter optimization techniques on prediction
accuracy was compared separately for each dataset. All experiments conducted in this work were run on a PC
with a 4.20 GHz CPU and 16 GB of memory using the MATLAB R2022a1 environment.

2.1. Overview of datasets
In this study, we utilize four distinct medium-scaled datasets sourced from the UCI Machine Learning Repository.
These datasets were employed to assess and benchmark the performance of the presented hyperparameter

1MathWorks Inc. (2022). Statistics and Machine Learning Toolbox [online]. Website https://www.mathworks.com/help/stats/
[accessed 05 January 2024]
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optimization algorithm for SVR. These datasets are the Concrete Slump Test (CST) [57], Energy Efficiency
(EE) [58], Concrete Compressive Strength (CCS) [59], and Airfoil Self-Noise (ASN) [60]. As the EE dataset
comprises two distinct outputs, namely cooling load and heating load, two separate datasets were derived: EEC
and EEH, corresponding to the EE dataset with cooling load and heating load, respectively. The specifics
including the dataset name, number of instances, number of features, target variable name, and descriptive
statistics of the target variable for each dataset are summarized in Table 1.

Table 1. Specifics of the datasets.

Name #Instances #Features Target
Name Min. Max. Avg. ± Std.

CST 103 8 Compressive Strength (MPa) 17.19 58.53 36.0 ± 7.8
EEC 768 9 Cooling Load (kW) 10.90 48.03 25.6 ±9.5
EEH Heating Load (kW) 6.01 43.01 22.3 ±10.1
CCS 1030 9 Compressive Strength (MPa) 2.33 82.60 35.8 ± 16.7
ASN 1503 6 Scaled Sound Pressure Level (dB) 103.38 140.99 124.8 ± 6.9

2.2. Dataset partitioning and k -fold cross-validation

In machine learning, the dataset is typically divided at random into training and testing subsets. Cross-
validation is commonly employed to enhance the generalizability of predictive models and attain more robust
results by minimizing interference from randomness. k-fold cross-validation arbitrarily divides the initial dataset
into k equally sized subsets. One of the subsets is allocated as the testing data to validate the model’s
performance, whereas the remaining k – 1 subsets serve as the training data. This technique is executed
iteratively for a total of k iterations, whereby each iteration involves the utilization of one of the k subsets as
the testing data. One advantageous aspect of this technique is that it ensures the utilization of all instances for
both training and testing purposes, with each instance being exclusively employed for testing only once. The
final assessment of the performance measures for each model is established by calculating the average of the
results obtained from each fold.

2.3. Performance metrics
In the hyperparameter optimization phase of the SVR model, the performance of each submodel was calculated
using mean square error (MSE), and the overall prediction performance of each SVR model was calculated using
root mean square error (RMSE), mean absolute error (MAE), and mean absolute percentage error (MAPE).
The respective formulas for these metrics are provided in Eqs. (1) through (4).

MSE =
1

n

n∑
i=1

(Yi − Ŷi)
2 (1)

RMSE =

√√√√ 1

n

n∑
i=1

(Yi − Ŷi)2 (2)
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MAE =
1

n

n∑
i=1

|Yi − Ŷi| (3)

MAPE =
100

n

n∑
i=1

|Yi − Ŷi|
Yi

(4)

Here, n is the number of instances, and Yi and Ŷi represent the actual and predicted values of the ith instance
in the testing set, respectively.

Furthermore, throughout the optimization phase, the performance of the models was assessed by con-
sidering the number of evaluations of the objective function (Costeval ) and the optimization time (topt ), in
addition to the aforementioned metrics. RMSE, MAE, MAPE, topt , and Costeval are established as measures
that quantify SVR-based model performance.

2.4. SVR-based prediction models

The steps involved in implementing the SVR model are outlined in Figure 1. At the outset, the dataset was
subjected to cross-validation, leading to the generation of fresh training and testing sets. Subsequently, each
set underwent preprocessing via standardization to achieve zero mean and unit variance. This preprocessing
step is advantageous as it scales variables with high values, consequently reducing the computational power
needed to construct the SVR prediction model. By performing the hyperparameter optimization technique on
the training set, the best values for C , ϵ , and γ were determined during the optimization phase. To meet this
prerequisite, we employed a 5-fold cross-validation technique, partitioning the training set into new training and
testing subsets. This approach aimed to mitigate the influence of randomness and bolster the generalization
capability of the optimization process. To derive the ultimate MSE (MSEcost ), we computed the MSE values
for each hyperparameter set (C , ϵ , and γ ) within their respective subfolds and subsequently averaged these
values. The hyperparameter set yielding the lowest MSEcost value was then selected to build the prediction
model, which was applied to predict target variable values in the testing set. Finally, the prediction model’s
performance was evaluated by computing the testing set’s metrics, namely RMSE, MAE, and MAPE. The topt
and Costeval of each model were also recorded. This depicted process, as shown in Figure 1, was independently
conducted for each dataset and optimization technique.

2.5. Hyperparameter optimization algorithms

As previously established, SVR requires a precise choice of hyperparameters to achieve high generalization per-
formance. Thus, an efficient search technique is required to assess the optimal values for these hyperparameters.
In the existing literature, numerous techniques have been designed to tune the hyperparameters of the SVR,
with the overall goal of increasing precision and improving the reliability of predictions [40–49]. In this study,
three different optimization techniques were used apart from the proposed FGS algorithm to determine the
optimal hyperparameters of SVR. These techniques are GS, PSO, and BO, and this section gives adequate
information about them.
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Average saved metrics RMSE, MAE and MAPE of all folds 

Standardize variables (Zero mean and unit variance) 

Optimize hyperparameters (C, ε, γ) 

Use (C, ε, γ) to develop the predictive model 

Use the predictive model to predict the target 

Training set Testing set 

Compute performance metrics 

Apply k-fold cross-validation 

Start 

Input: Data set, hyperparameters 

Output: RMSE, MAE and MAPE 

End 

For each fold  

Save RMSE, MAE and MAPE 

Figure 1. Flowchart of the SVR-based model.

2.5.1. Grid search (GS)

GS is a widely employed technique to optimize hyperparameters of SVM in regression and classification problems.
The idea behind GS is simple and it relies on a trial-and-error process. The range of values for each hyperpa-
rameter is discretized by partitioning it into a series of logarithmic-scaled equidistant intervals (GridSizeC,ϵ,γ ),
forming a structured search space. GS then evaluates every possible combination of hyperparameter values
inside this space. This involves a cross-product of all intervals, and so the computational expense is exponential
in the number of hyperparameters. While GS is known for its high accuracy, it is characterized by a compu-
tational time requirement deemed excessive. Consequently, it is often described as a brute-force or exhaustive
search technique.

The performance of each set of hyperparameters can be assessed through the evaluation of the error
obtained (MSEcost ). At the completion of the search procedure in GS, the set with the smallest error is chosen
as containing the optimal hyperparameters.

Table 2 presents the hyperparameters’ ranges, GridSize, and scale types. The range of each hyperparam-
eter was also employed in the FGS, PSO, and BO algorithms.
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Table 2. Overview of SVR hyperparameters.

Hyperparameter Range GridSize Scale Type
Capacity (C) [2−3, 214] 18

LogarithmicEpsilon (ϵ) [2−10, 25] 16
Gamma (γ) [2−5, 28] 14

2.5.2. Particle swarm optimization (PSO)

Kennedy and Eberhart [61] proposed the PSO algorithm, a population-based stochastic optimization technique
based on the theory of swarm intelligence, in 1995. This algorithm is inspired by the social interactions of
birds or fish flocks in nature, and each individual representing a bird or fish in the PSO algorithm is called
a particle and has its own velocity Vi and position Xi [49]. Particles (or particle swarms) seek the optimal
solution through collaboration and mutual learning in a d -dimensional space. Here, the position of each particle
embodies a potential candidate solution to the problem and d signifies the number of particles (SwarmSize).

When implementing PSO, the particles are initially assigned to random locations throughout the solving
space. Subsequently, an iterative search is conducted to identify the best solution that corresponds to the
optimal hyperparameters of SVR and minimizes the validation error. Each particle searches for the optimal
solution by constantly adjusting its position and remembers its own best solution (Bi ) and the best solution
of the swarm (Bg ), as the most optimal solution ever found, experienced by the entire particle swarm. During
this iterative process, the velocity Vi and position Xi of each particle are updated with the following formulas:

V
(t+1)
id = wV t

id + c1r1(B
t
id −Xt

id) + c2r2(B
t
gd −Xt

id) (5)

X
(t+1)
id = Xt

id + V
(t+1)
id (6)

In Eq. (5), w represents the inertia weight, c1 and c2 denote acceleration coefficients, and r1 and r2

are random numbers within the range of (0, 1) . For this study, c1 and c2 were adopted from the extensively
acknowledged research conducted by Clerc and Kennedy [62]. The strategy of linear decreasing inertia weight
[63] was utilized to balance the exploration and exploitation process of PSO. During each iteration, the value
of w was decremented accordingly with the following equation:

wi = wmax − [(wmax − wmin)×
i

MaxIter
] (7)

Here, wmax is 1.1, wmin is 0.3, and MaxIter represents the number of iterations.
Upon completing this iterative procedure, the solution exhibiting the lowest validation error is regarded

as the most optimal, signifying the suitable values of SVR hyperparameters for the present study.

2.5.3. Bayesian optimization (BO)

Recent years have witnessed a surge in the adoption of the Bayesian optimization (BO) algorithm, recognized
for its prowess as a powerful, versatile, and efficient tool. It excels in furnishing optimal and practical solutions,
particularly for the optimization of computationally complex, noisy, and resource-intensive objective (cost)
functions [14]. BO has therefore become a powerful approach for optimizing machine learning methods due to
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its ability to efficiently navigate complex and high-dimensional parameter spaces [24, 64]. Consistent with this,
the goal of BO in this work is to select the optimal hyperparameters for an SVR model, and some of the main
reasons why we consider BO are as follows:

• BO uses probabilistic models to balance exploration and exploitation. This is crucial for efficient opti-
mization in machine learning, where we need to find the best-performing configurations within a limited
number of evaluations.

• BO is sample-efficient, requiring fewer evaluations of the objective function compared to traditional
optimization methods. This is particularly beneficial when evaluating the machine learning method is
time-consuming.

• BO is adept at finding global optima rather than getting stuck in local optima, which is a common
challenge in optimizing complex machine learning models with many hyperparameters.

• BO allows for an adaptive approach where the choice of the next set of hyperparameters to be evaluated
is influenced by the outcomes of previous evaluations. This sequential aspect is highly advantageous for
dynamically adjusting the search based on the observed performance.

• BO employs Gaussian processes or other probabilistic models to model the objective function. This allows
for uncertainty estimation, aiding in making informed decisions about where to sample next.

• In many real-world scenarios, evaluating a machine learning method can be noisy or expensive. BO
accommodates this by modeling the noise and adjusting the exploration accordingly.

• Machine learning models often have hyperparameters that significantly impact their performance. BO
can efficiently tune these hyperparameters to enhance the model’s performance.

Assuming the solution space of potential hyperparameters is denoted as X and the cost function utilized
to minimize validation error is f , the BO algorithm can be succinctly represented with the equation below:

xopt = arg minx∈Xf(x) (8)

Here, xopt denotes the hyperparameter set yielding the smallest value of the cost function while x denotes
any value within the solution space X .

BO utilizes Bayes’ theorem to discern the minima or maxima of the cost function. This approach employs
a surrogate probability model, guiding the selection of the next evaluation point in the solution space through
an iterative procedure. During each iteration, the algorithm refines its surrogate model based on existing prior
knowledge, a phase often referred to as the “learning phase.” Subsequently, BO employs an acquisition function
to evaluate the objective function in what is termed the “optimization phase.” This function scrutinizes the
surrogate model, aiding in the prediction of the next candidate best solution. The algorithm then updates the
surrogate model with the newly obtained result to prepare for the subsequent iteration. This iterative process,
alternating between learning and optimization phases, continues until sufficient data are generated, allowing
the surrogate model to evolve and converge towards the global optimum [14]. Through this approach, BO
demonstrates a capacity to effectively produce the optimal solution while minimizing the number of evaluations.
The essence of this theorem can be mathematically expressed as follows:
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P (H | e) = P (e | H) P (H)

p(e)
(9)

Here, P (e | H) represents the likelihood, P (H) indicates the prior probability, P (e) stands for the
marginal probability (evidence), and P (H | e) signifies the posterior probability.

2.5.4. Fast grid search (FGS)

Appropriately determining the hyperparameters of SVR significantly improves the prediction accuracy. The
difficulty in choosing the correct values of hyperparameters of the SVR model may require testing many possible
values of hyperparameters, and the GS algorithm does so. Therefore, the GS-optimized SVR model (GS-SVR)
can be very time-consuming in optimizing hyperparameters even when applied to small-sized datasets. To avoid
this drawback of the GS algorithm, this study suggests a fast optimal hyperparameter search algorithm inspired
by GS (FGS). This new and improved algorithm mainly aims to reduce the computational cost of GS-SVR,
but, at the same time, it matches its accuracy by using the same discretized search space.

To reveal our motivation in this study, preliminary work was carried out to show the effect of the
changes in the values of the hyperparameters on the MSEcost values of the submodels during the optimization
phase. For this purpose, we developed a 10-fold applied GS-SVR model on the CCS dataset by utilizing the
hyperparameters given in Table 2 and following the flowchart of the SVR model illustrated in Figure 1. For
each fold, we recorded the MSEcost values of the developed submodels using each hyperparameter combination
set (4032 sets) in the optimization phase. After optimization (for the first fold), the set of hyperparameters
giving the minimum MSEcost was determined as the optimal hyperparameter set (i.e. C = 2048 , ϵ = 4 , and
γ = 4). To show the effect of the hyperparameters on MSEcost , the values of the hyperparameter sets and the
corresponding MSEcost values were used to form Figure 2. Each subfigure in Figure 2 was constructed using the
values (in logarithmic scale) of the selected hyperparameters and their corresponding MSEcost values. Here, in
each subfigure, while the value of the selected hyperparameter changes over its specified range, fixed values are
assigned to the other two hyperparameters. In order to show the effect of the change in the values of the selected
hyperparameter more clearly, the optimal values of the other two hyperparameters are chosen as fixed values of
these hyperparameters. As can be easily seen in each subfigure, the best value of the selected hyperparameter is
considered to be the value that converges MSEcost to the global minimum. As a result, this proposed algorithm
follows an iterative process during the optimization phase of the model for each hyperparameter. It focuses on
quickly finding the minimum value of MSEcost using the discretized values of the selected hyperparameter in
the given range while fixing the values of the other two hyperparameters.
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Figure 2. Effects of changes in the values of hyperparameters on MSEcost values during the optimization phase for the
CCS dataset.
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In this iterative process, initially, two submodels with different hyperparameter sets are created by fixing
the values of two hyperparameters and choosing the leftmost (lower bound) and rightmost (upper bound) values
of the given range for the selected hyperparameter, and the MSEcost values obtained from these two submodels
are compared. As a result of this comparison, the selected hyperparameter value that gives the lower MSEcost

is preserved and the predetermined range is narrowed by shifting the value of the selected hyperparameter on
the other side by the number of adaptively varied steps (StepSize). Thus, another new value is obtained for the
selected hyperparameter, leading to a new submodel. This comparison process is repeated continuously until
the MSEcost values of the submodels obtained using the final left and right hyperparameter values encounter
each other, and the value of the selected hyperparameter that gives the smallest MSEcost value is accepted as
the best value for that hyperparameter.

This process is the core part of the proposed algorithm, which sequentially and alternately switches to
the next hyperparameter after a certain number of evaluations (SwitchSize) and repeats one or more times
for each hyperparameter. In this way, the proposed algorithm finds global minima, or the optimized values of
the hyperparameters, without falling into local minima, with this fast and straightforward search process, the
details of which are given below.

According to the author’s previous experiences in optimizing the hyperparameters of SVR-based models,
all hyperparameters exhibit robust interactions with each other. Therefore, the idea of the proposed FGS
algorithm relies on the partial and sequential optimization of each hyperparameter and a step-by-step search to
find the minimum value of MSEcost during the optimization phase of the model.

Before explaining the detailed implementation steps of the proposed algorithm for SVR optimization, the
following observations must be made in order to understand the general framework of the FGS algorithm:

• The same discretized search space used in the GS algorithm was also used in the FGS algorithm. However,
GS examines all possible points (hyperparameter sets) within the discretized search space, whereas FGS
examines only a limited number of points, which will be detailed below.

• The FGS algorithm has three parameters, which are the maximum number of evaluations (MaxEval), the
number of evaluations to switch to the next hyperparameter (SwitchSize), and the maximum number of
steps (StepSizemax ).

• In order to facilitate the understanding and implementation of the FGS algorithm, the values of each
hyperparameter were indexed from 1 to GridSize.

• The lower bound index (LBi) and the upper bound index (UBi) of each hyperparameter correspond to 1
and GridSize, respectively. The values of each hyperparameter corresponding to LBi and UBi are defined
as the lower bound value (LBv) and the upper bound value (UBv), respectively.

• FGS operates on the indexes of each hyperparameter. If the hyperparameter’s value is required for
calculation, the corresponding index value is used. For this reason, the process is explained through
indexes so that the values are not confused and the algorithm can be better understood.

• Each hyperparameter is optimized partially and in order. The default order of the hyperparameters to be
optimized is chosen as γ , C , and ϵ . The current hyperparameter to be optimized is abbreviated as HPc.

As stated before, in the FGS algorithm, the most appropriate values of the hyperparameters are found
by using a search process on the discretized search space based on partial and sequential optimization of each
hyperparameter. This search process is repeated by replacing the HPc with the next one in the predefined order

78



AÇIKKAR/Turk J Elec Eng & Comp Sci

so that each hyperparameter is ensured to be the HPc at least once or more. Each partial search process, which
is the core of the proposed FGS algorithm, is referred to as a partial optimization process (POP).

The flowchart of the FGS algorithm is illustrated in detail in Figure 3. To perform the overall optimization
process (OP), first of all, the training data and attributes of the hyperparameters are utilized as input, as in the
GS algorithm. Secondly, the hyperparameter γ is marked as the first HPc. To construct the new hyperparameter
sets (HPSs), the UBv of hyperparameter C and the LBv of hyperparameter ϵ are considered the best, by default.
Furthermore, the evaluation count (evalCount) is set to zero.

The FGS algorithm then proceeds with the POP applied to the HPc, and the POP is implemented by
the following steps. At the beginning of the POP, it is initially checked whether the OP is completed. If all
hyperparameters are marked as optimized, or evalCount has reached MaxEval, the proposed FGS algorithm
automatically terminates the OP. In both cases, the final best value of each hyperparameter is considered to be
the most suitable value of that hyperparameter. However, it should be noted that none of these criteria could
be met at the beginning of the OP.

If the OP is not completed, initially, the iteration count for SwitchSize (switchCount) is reset. After that,
it is checked whether the HPc is marked as optimized. If the HPc is considered as optimized before, the new HPc
is obtained by switching to the next hyperparameter (HPn) according to the predefined order of hyperparameters
described above. This criterion could also not be met at the beginning of the OP. Otherwise, two HPSs are
constructed by using the LBv and UBv of the HPc and the best values of the other two hyperparameters. These
HPSs are named HPSLBv and HPSUBv .

If these HPSs have not been used before, the MSEs, namely MSELBv and MSEUBv , are obtained by using
HPSLBv and HPSUBv , respectively. After each model is created, switchCount and evalCount are increased
by 1 separately. Otherwise, the corresponding MSE value of the HPS is utilized for comparison purposes as
will be explained as follows. Next, if the difference between UBi and LBi is equal to 1, the HPc is marked as
optimized. This will be used to determine if the POP ends in the following steps. MSELBv and MSEUBv are
then compared with each other to decide which one of the LBv and UBv is the best. If MSELBv is greater than
MSEUBv , the UBv is considered the best. Otherwise, the LBv is considered the best.

To end the POP, at least one of the following three conditions must be satisfied. First, the HPc must
be marked as optimized. Second, the switchCount value must be greater than or equal to SwitchSize. Third,
the direction of the HPc must be changed (i.e. while the LBi increases, the direction is considered changed
if UBi starts to decrease in the next evaluation, or vice versa). If one of these conditions is met, the current
POP ends and the new one starts after assigning the HPn as the new HPc. If none of the above conditions are
met, the new stepSize that belongs to the HPc needs to be calculated dynamically. The new LBi or UBi must
then be calculated in order to construct a new HPS. If MSELBv is greater than the MSEUBv , the new LBi is
obtained by increasing the value of the current LBi with the new calculated stepSize, and otherwise, the new
UBi is obtained by decreasing the value of the current LBi with the new calculated stepSize. Finally, the new
HPS is constructed using the new corresponding LBv or UBv of the HPc. Considering the difference between
UBi and LBi, the stepSize is dynamically recalculated at each POP. In the end, when the difference between
UBi and LBi and the final value of the stepSize is 1, then the HPc is marked as optimized.

This process is repeated at least once or more, but only for the new HPS. Eventually, the LBi and UBi
come close to each other. Therefore, the partial optimization for the HPc is considered complete. As stated
before, this subprocess is maintained and repeated until one of the criteria for the termination of the OP is met.
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Figure 3. Flowchart of the FGS algorithm.

3. Experimental analysis

The present study introduces an improved hyperparameter optimization algorithm inspired by GS for SVR. To
assess the efficacy of the proposed FGS algorithm on prediction accuracy, its impact on model performance was

80



AÇIKKAR/Turk J Elec Eng & Comp Sci

first benchmarked against that of the GS algorithm. Additionally, for comparative analysis, the performances
of FGS-optimized SVR models were also compared with those of models employing two other widely used and
robust optimization techniques, namely BO and PSO, across various datasets.

To ensure the generalizability of the findings, the datasets underwent evaluation via 10-fold cross-
validation. Moreover, to enhance robustness and dependability, the entire process illustrated in Figure 1 was
executed independently for each dataset and optimization technique a total of 20 times. This repetition aimed
to mitigate the impact of randomness and bolster the reliability of the reported results. Additionally, for
each dataset and run, indices of all folds were randomly generated before developing the prediction models.
This methodology guaranteed that all models were trained and tested on precisely the same data segments,
thus enhancing the reliability of the obtained results. The ultimate performance value for each model was
determined by calculating the mean of the results from each fold and then aggregating them across each run.

Before undertaking a comparative analysis of the models presented with various optimizers, it is essential
to address several key considerations. First, lower values of RMSE, MAE, and MAPE indicate superior model
performance. Second, lower values of topt and Costeval signify faster model optimization.

This section commences with a preliminary investigation aimed at identifying the optimal user-defined
parameters for the FGS, PSO, and BO algorithms. Subsequently, SVR-based models are constructed using
the most favorable parameter configurations obtained from the optimization algorithms. Finally, this section
presents and discusses the experimental findings.

3.1. Parameter settings
To analyze the effects of the user-defined parameters of the optimization algorithms, a preliminary study was
conducted on the datasets. For this purpose, different values of the parameters of the algorithms were tested
by running each model 5 times. In order to decide which parameter values to choose according to the results to
be obtained from datasets, it is necessary to consider the smallest possible values of the MSEcost and Costeval .
Small values of MSEcost indicate better optimization, and small values of Costeval indicate rapid optimization.
It should also be noted that small values of Costeval may mean that the optimization is not fully completed,
while large values may cause the optimization process to be time-consuming without a significant reduction in
MSEcost . As a result, if the MSEcost values obtained from parameter sets are comparable, the set with the
smaller Costeval value will be considered to reduce the computational cost.

3.1.1. Parameters of FGS
The FGS algorithm has three parameters, MaxEval, SwitchSize, and StepSizemax , for which optimal values need
to be determined. The value of MaxEval should be set to a large value because if the value is set lower than
required, the number of evaluations will be reached quickly and the optimization process will end undesirably
before the optimization is complete. However, this parameter can be used if the optimization process is desired
to be terminated at a certain number of evaluations, although it is not suitable. Therefore, the default value
of MaxEval was accepted to be 100 without conducting any experimental analysis. The values of SwitchSize
and StepSizemax have to be adjusted manually. Small values of these parameters result in an increase in the
number of submodels. However, large SwitchSize values may prevent the hyperparameters from being optimized
simultaneously and accurately. On the other hand, large StepSizemax values may reduce the model accuracy
due to the possibility of missing the optimal values of the hyperparameters.
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To search for the optimal values of SwitchSize and StepSizemax , the range for each of these parameters
was determined as [3, 6] and [2, 5], respectively. The MSEcost and Costeval values obtained from combinations
of these parameters are shown in Table 3 for all datasets. For each of the EEC and ASN datasets, the same
MSEcost value was obtained for different values of StepSizemax . Therefore, small StepSizemax values are
preferred to minimize the possibility of unintentionally missing the optimum value. According to the results,
since it is not possible to determine the optimal values of SwitchSize and StepSizemax as being the same for all
datasets, they were determined separately for each dataset. Therefore, the parameter pairs were decided to be
(3, 3), (6, 3), (4, 3), (5, 3), and (6, 3) for the CST, EEC, EEH, CCS, and ASN datasets, respectively.

Table 3. Optimization performances of the FGS algorithm with different parameter pairs on datasets.

SwitchSize StepSizemax

MSEcost

CST EEC EEH CCS ASN Costeval
(MPa) (kW ) (kW ) (MPa) (dB) (Min-Max)

3 2 0.40 1.57 0.27 32.33 5.15

[29, 35]∗

4 2 0.41 1.64 0.27 32.93 5.12
5 2 0.39 1.42 0.29 32.88 5.14
6 2 0.38 1.42 0.29 32.82 5.07
3 3 0.36✓ 1.55 0.26 33.31 5.12
4 3 0.39 1.56 0.25✓ 33.20 5.12
5 3 0.44 1.42 0.28 32.13✓ 5.10
6 3 0.37 1.40✓ 0.28 32.48 5.04✓

3 4 0.41 1.60 0.26 32.51 5.16
4 4 0.38 1.60 0.26 32.70 5.10
5 4 0.39 1.42 0.28 32.31 5.10
6 4 0.43 1.40 0.28 32.44 5.04
3 5 0.39 1.66 0.26 32.50 5.16
4 5 0.37 1.66 0.26 32.76 5.10
5 5 0.37 1.42 0.28 32.30 5.10
6 5 0.43 1.40 0.28 32.28 5.04

∗ Since the value of Costeval adaptively changes according to the GridSize of each hyperparameter, SwitchSize and
StepSizemax , a range is given for Costeval that encompasses the ranges obtained from all optimization phases.

3.1.2. Parameters of PSO
The PSO algorithm has some user-defined parameters, such as w , c1 , c2 , r1 , r2 , wmax , and wmin given in
Eqs. (5) and (7). The values of these parameters and how these values are determined are detailed in Section
2.5.2. In addition, there are two more variables, MaxIter and SwarmSize, that need to be determined in order
for the PSO algorithm to reach the optimum solution. The values of MaxIter and SwarmSize were formed in
pairs as (20, 10), (30, 10), (40, 10), (30, 15), and (40, 15) and examined to search for the optimal values of
these parameters. Table 4 shows the obtained MSEcost and Costeval values from the pairs for all datasets. The
smallest MSEcost value belonging to each dataset is indicated in bold. The results showed that selecting the
pair (40, 10) produced the smallest MSEcost values for the CST, EEC, and EEH datasets. For the CCS and
ASN datasets, primarily, it was found that there was no significant difference between the smallest MSEcost

values and those obtained from the pair (40, 10). Secondly, it was considered that it would be appropriate to
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choose large values for MaxIter and small values for SwarmSize in order to increase the performances of the
models. As a result of the determination made from the results, the optimal values of MaxIter and SwarmSize
for all datasets could be considered as 40 and 10, respectively, to make a fair comparison between all models.

Table 4. Optimization performances of the PSO algorithm with different parameter pairs on datasets.

MaxIter SwarmSize
MSEcost

CostevalCST EEC EEH CCS ASN
(MPa) (kW ) (kW ) (MPa) (dB)

20 10 0.58 1.63 0.214 31.32 5.43 200
30 10 0.47 1.63 0.212 30.33✓ 5.09 300
40 10 0.41✓ 1.51✓ 0.209✓ 30.42 5.04 400
30 15 0.50 1.65 0.211 30.70 5.03✓ 450
40 15 0.46 1.53 0.209 30.58 6.05 600

3.1.3. Parameters of BO
For the BO algorithm, no internal parameters need to be set, but the number of evaluations (Costeval ) must
be determined. The values of Costeval were determined as (40, 50, 60, 70, 80, 90, and 100) to search for the
best-fitting Costeval . The MSEcost and Costeval values are given in Table 5 for each dataset. The lowest
MSEcost value of each dataset is indicated in bold. For all datasets, it was found that there was no significant
difference between the MSEcost values obtained from Costeval values 80, 90, and 100. According to the results,
to reduce the computational cost and to make a straightforward comparison between the models, the optimal
value of Costeval for all datasets was set to be 90.

Table 5. Optimization performances of the BO algorithm with different numbers of evaluations on datasets.

#Evaluations
MSEcost

CostevalCST EEC EEH CCS ASN
(MPa) (kW ) (kW ) (MPa) (dB)

40 0.41 2.46 1.26 32.75 4.37 40
50 0.45 2.15 0.95 32.19 4.18 50
60 0.39 1.86 0.43 32.20 4.11 60
70 0.40 1.97 0.33 32.62 4.05 70
80 0.38 1.60 0.27 31.88 3.99 80
90 0.37✓ 1.61 0.26✓ 31.82 4.01 90
100 0.38 1.59✓ 0.26 31.79✓ 3.98✓ 100

3.2. Experimental results
This section presents the performances of the FGS algorithm and three other optimization algorithms on SVR
models. For this purpose, SVR-based models optimized with FGS, GS, PSO, and BO were developed for each
dataset. Table 6 presents the impact of the proposed hyperparameter optimization algorithms on the prediction
performance of the SVR models, measured regarding RMSE, MAE, and MAPE. Additionally, the table includes
the average values along with the corresponding standard deviations obtained from 20 runs for each performance
metric.
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Table 6. Performance metrics of the models presented for datasets.

Data Set Model RMSE MAE MAPE (%)
Avg. Std. Avg. Std. Avg. Std.

CST (MPa)

GS-SVR 0.56 0.042 0.42 0.028 1.18 0.082
PSO-SVR 0.57 0.040 0.43 0.029 1.21 0.081
BO-SVR 0.56 0.047 0.42 0.039 1.20 0.108
FGS-SVR 0.56 0.044 0.42 0.031 1.20 0.094

EEC (kW )

GS-SVR 1.21 0.050 0.79 0.022 3.12 0.074
PSO-SVR 1.30 0.086 0.83 0.045 3.19 0.170
BO-SVR 1.30 0.057 0.84 0.038 3.33 0.155
FGS-SVR 1.21PSO,BO 0.041 0.79PSO,BO 0.017 3.13BO 0.066

EEH (kW )

GS-SVR 0.46 0.009 0.31 0.008 1.54 0.044
PSO-SVR 0.46 0.013 0.32 0.007 1.56 0.038
BO-SVR 0.51 0.068 0.36 0.044 1.78 0.206
FGS-SVR 0.50 0.015 0.36 0.012 1.80 0.079

CCS (MPa)

GS-SVR 5.57 0.133 3.90 0.113 13.20 0.563
PSO-SVR 5.60 0.163 3.94 0.091 13.40 0.381
BO-SVR 5.65 0.152 3.87 0.086 13.05 0.368
FGS-SVR 5.64 0.150 3.61PSO,BO 0.082 12.04PSO,BO 0.337

ASN (dB)

GS-SVR 2.01 0.048 1.37 0.031 1.10 0.022
PSO-SVR 2.27 0.164 1.52 0.060 1.23 0.049
BO-SVR 2.01 0.069 1.36 0.028 1.10 0.023
FGS-SVR 2.11PSO 0.050 1.43PSO 0.032 1.15PSO 0.025

Due to the extensive computational time (encompassing weeks) required for GS-SVR models, the models developed for
the CST, EEH, EEC, and CCS datasets, along with the model for the ASN dataset, were executed 10 and 5 times,
respectively, instead of the standard 20 runs.

Although the GS-SVR models achieved slightly better performances for all datasets, in general, the
model performances obtained for each dataset were comparable. On the other hand, one-way ANOVA tests
were carried out to assess whether the impacts of the FGS algorithm on model performances were substantially
different compared to the PSO and BO algorithms to reveal the performances of the FGS algorithm statistically.
As seen in Table 6, FGS achieved statistically higher model performances than PSO and BO for the EEC, CCS,
and ASN datasets (as indicated with superscripts PSO and BO ).

In addition to the performance metrics, the topt and Costeval values obtained during the optimization
phase of the developed models are presented in Table 7. In general, the execution time required for optimizing
the hyperparameters is directly related to the number of developed submodels (evaluated cost functions), as
well as the complexity of the problem, the size of the dataset, and the mathematical model of the optimizer. For
GS, according to the GridSize of each hyperparameter (see Table 2), 4032 (= 18× 16× 14) different submodels
have to be developed to determine the best hyperparameter set for this study. That is why GS becomes a
time-consuming process. On the other hand, for the PSO and BO algorithms using the values of the parameters
decided in the preliminary study, the Costeval value was determined as 400 and 90, respectively.
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Table 7. Execution times and Costeval values of the optimization phase of the models on datasets.

Model topt (minutes) topt (times)∗ CostevalCST EEC EEH CCS ASN
GS-SVR 18.41 880.63 930.41 407.95 2645.95 125.5 4032
PSO-SVR 2.90 103.71 125.58 53.62 361.13 17.0 400
BO-SVR 0.62 12.21 13.98 5.41 38.83 2.3 90
FGS-SVR 0.14 6.96 7.15 3.33 22.65 1.0 31.3 ([28, 35]∗∗)

∗ Average optimization time of the GS-, PSO-, and BO-SVR models relative to that of FGS-SVR for all datasets.
∗∗ The ranges obtained from all FGS-SVR models were considered to get the final Costeval value.

In the GS-inspired FGS algorithm, there is no need to evaluate all 4032 submodels during the optimization
phase to ascertain the optimal hyperparameters, unlike the GS algorithm. The FGS algorithm performs only
a fast search on the discretized search space, comparing the performance of a limited number of submodels
(detailed in Section 2.5.4). This adaptive fast search algorithm automatically ends when the most appropriate
hyperparameters are found. For FGS, the number of evaluations is highly dependent on the GridSize of each
hyperparameter and secondarily on the FGS parameters SwitchSize and StepSizemax . Considering all FGS-SVR
models in this study, the FGS algorithm only used up to 35 hyperparameter sets.

To better understand how the FGS algorithm works, Figure 4 shows a sample output of the optimization
phase of the FGS-SVR model for a single fold on dataset CS103. This sample output reveals that only 34 of
the 4032 different hyperparameter sets used in the GS algorithm were used to optimize the hyperparameters of
the SVR model by using the FGS algorithm.

Moreover, Figure 5 visually represents the average convergence rates of the FGS, PSO, and BO algorithms
over 20 runs for all datasets. The presented figure illustrates that the FGS algorithm has a notable ability for
convergence, requiring significantly fewer evaluations compared to the PSO and BO algorithms.

Overall, it can be concluded from the above results that the FGS algorithm is capable of optimizing SVR
hyperparameters safely and quickly.

3.3. Comparing results

Although the optimization of SVMs is found attractive by researchers and there are many studies on this
subject, as given in the introduction, a limited number of modified GS-based algorithms have been proposed in
the literature recently for the optimization of SVMs. In addition, it is not possible to directly compare this study
with previous studies on SVM optimization due to the difference in the optimizers utilized, the parameters of the
optimizers utilized, the datasets utilized, the performance metrics depending on the problem type (regression
or classification), and the number of parameters to be optimized. However, apart from such incomparable
studies, there are several robust studies suggesting an improved GS algorithm for SVM optimization, which are
similar in principle to this study. From this point of view, the present study can be compared superficially with
those studies regarding model performance, execution/optimization time, and/or convergence rate/number of
evaluations.

Sun et al. [15] introduced a customized version of the GS algorithm, denoted as IGS, aimed at hyperpa-
rameter optimization for SVR involving parameters C and γ . This modified IGS-SVR model was specifically
applied to forecast levels within soil and plant analyzer development pertaining to rice leaves. The authors
noted that the convergence rate of the IGS algorithm remained relatively sluggish compared to well-established
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optimization techniques such as PSO and GA. Furthermore, they observed instances where the prediction per-
formance of the IGS algorithm might not surpass that of the conventional GS algorithm. In our study, PSO was
also used for comparison purposes. When the results obtained in our study and [15] are evaluated, considering
the execution times of the models, the IGS-SVR model is 1.61 times more time-consuming than the PSO-SVR
model, while on the contrary, the FGS-SVR model is 17 times faster than the PSO-SVR on average. Other
than this, the convergence rate of the FGS algorithm is 12.78 times faster than the PSO algorithm in our study.

#DateTime: 16-Sep-2022 15:26:18 
  #Fold: 1/10 #1#DataSet: CS103 #Optimizer: FGS-GridS[14 18 16]-StepS[3]-ShiftS[3] 
#Optimizing [g] -------------------------------------------------------------------------------- 
   #Eval=  1 | g=   0.0313 | b= 32768.000 | e=   0.0010 | indx=  1 | err=  59.494 
   #Eval=  2 | g= 256.0000 | b= 32768.000 | e=   0.0010 | indx= 14 | err=   6.687 
   #Eval=  3 | g=   0.2500 | b= 32768.000 | e=   0.0010 | indx=  4 | err=  54.456 
   #Eval=  4 | g=   2.0000 | b= 32768.000 | e=   0.0010 | indx=  7 | err=   4.538 
#Optimizing [b] -------------------------------------------------------------------------------- 
   #Eval=  5 | g=   2.0000 | b=     0.250 | e=   0.0010 | indx=  1 | err=  53.858 
   #Eval=  - | g=   2.0000 | b= 32768.000 | e=   0.0010 | indx= 18 | err=   4.538 
   #Eval=  6 | g=   2.0000 | b=     2.000 | e=   0.0010 | indx=  4 | err=  25.613 
   #Eval=  7 | g=   2.0000 | b=    16.000 | e=   0.0010 | indx=  7 | err=   4.741 
   #Eval=  8 | g=   2.0000 | b=   128.000 | e=   0.0010 | indx= 10 | err=   4.538 
#Optimizing [e] -------------------------------------------------------------------------------- 
   #Eval=  - | g=   2.0000 | b= 32768.000 | e=   0.0010 | indx=  1 | err=   4.538 
   #Eval=  9 | g=   2.0000 | b= 32768.000 | e=  32.0000 | indx= 16 | err=  59.519 
   #Eval= 10 | g=   2.0000 | b= 32768.000 | e=   4.0000 | indx= 13 | err=  16.417 
   #Eval= 11 | g=   2.0000 | b= 32768.000 | e=   0.5000 | indx= 10 | err=   5.520 
   #Eval= 12 | g=   2.0000 | b= 32768.000 | e=   0.1250 | indx=  8 | err=   4.736 
#Optimizing [g] -------------------------------------------------------------------------------- 
   #Eval=  - | g=   2.0000 | b= 32768.000 | e=   0.0010 | indx=  7 | err=   4.538 
   #Eval=  - | g= 256.0000 | b= 32768.000 | e=   0.0010 | indx= 14 | err=   6.687 
   #Eval= 13 | g=  64.0000 | b= 32768.000 | e=   0.0010 | indx= 12 | err=   6.029 
   #Eval= 14 | g=  32.0000 | b= 32768.000 | e=   0.0010 | indx= 11 | err=   1.712 
#Optimizing [b] -------------------------------------------------------------------------------- 
   #Eval= 15 | g=  32.0000 | b=   128.000 | e=   0.0010 | indx= 10 | err=  10.731 
   #Eval=  - | g=  32.0000 | b= 32768.000 | e=   0.0010 | indx= 18 | err=   1.712 
   #Eval= 16 | g=  32.0000 | b=   512.000 | e=   0.0010 | indx= 12 | err=   6.379 
   #Eval= 17 | g=  32.0000 | b=  1024.000 | e=   0.0010 | indx= 13 | err=   6.094 
   #Eval= 18 | g=  32.0000 | b=  2048.000 | e=   0.0010 | indx= 14 | err=   5.997 
#Optimizing [e] -------------------------------------------------------------------------------- 
   #Eval=  - | g=  32.0000 | b= 32768.000 | e=   0.0010 | indx=  1 | err=   1.712 
   #Eval= 19 | g=  32.0000 | b= 32768.000 | e=   0.1250 | indx=  8 | err=   1.798 
   #Eval= 20 | g=  32.0000 | b= 32768.000 | e=   0.0313 | indx=  6 | err=   1.720 
   #Eval= 21 | g=  32.0000 | b= 32768.000 | e=   0.0156 | indx=  5 | err=   1.710 
#Optimizing [g] -------------------------------------------------------------------------------- 
   #Eval= 22 | g=   2.0000 | b= 32768.000 | e=   0.0156 | indx=  7 | err=   4.562 
   #Eval=  - | g=  32.0000 | b= 32768.000 | e=   0.0156 | indx= 11 | err=   1.710 
   #Eval= 23 | g=   4.0000 | b= 32768.000 | e=   0.0156 | indx=  8 | err=   0.770 
#Optimizing [b] -------------------------------------------------------------------------------- 
   #Eval= 24 | g=   4.0000 | b=  2048.000 | e=   0.0156 | indx= 14 | err=   0.747 
   #Eval=  - | g=   4.0000 | b= 32768.000 | e=   0.0156 | indx= 18 | err=   0.770 
   #Eval= 25 | g=   4.0000 | b= 16384.000 | e=   0.0156 | indx= 17 | err=   0.770 
   #Eval= 26 | g=   4.0000 | b=  8192.000 | e=   0.0156 | indx= 16 | err=   0.770 
   #Eval= 27 | g=   4.0000 | b=  4096.000 | e=   0.0156 | indx= 15 | err=   0.770 
    #[b= 2048.0000] optimized succesfully... 
#Optimizing [e] -------------------------------------------------------------------------------- 
   #Eval= 28 | g=   4.0000 | b=  2048.000 | e=   0.0010 | indx=  1 | err=   0.755 
   #Eval=  - | g=   4.0000 | b=  2048.000 | e=   0.0156 | indx=  5 | err=   0.747 
   #Eval= 29 | g=   4.0000 | b=  2048.000 | e=   0.0020 | indx=  2 | err=   0.755 
   #Eval= 30 | g=   4.0000 | b=  2048.000 | e=   0.0039 | indx=  3 | err=   0.753 
   #Eval= 31 | g=   4.0000 | b=  2048.000 | e=   0.0078 | indx=  4 | err=   0.749 
    #[e=    0.0156] optimized succesfully... 
#Optimizing [g] -------------------------------------------------------------------------------- 
   #Eval=    | g=   4.0000 | b=  2048.000 | e=   0.0156 | indx=  8 | err=   0.747 
   #Eval= 32 | g=  32.0000 | b=  2048.000 | e=   0.0156 | indx= 11 | err=   6.011 
   #Eval= 33 | g=  16.0000 | b=  2048.000 | e=   0.0156 | indx= 10 | err=   1.582 
   #Eval= 34 | g=   8.0000 | b=  2048.000 | e=   0.0156 | indx=  9 | err=   0.279 
    #[g=    8.0000] optimized succesfully... 
#EndDateTime: 16-Sep-2022 15:26:20 
#Optimization Ended-------------------------------------------------------------------------------- 

Figure 4. Sample output of the optimization phase of the FGS-SVR model on dataset CS103.

Beltrami et al. [55] presented a hyperparameter optimizer abbreviated as GQ, which combines the
quadtree technique with GS for SVM classification. In order to exhibit GQ’s performance on SVMs, several
classification benchmark datasets were utilized. They stated that the results demonstrated GQ’s capability to
identify hyperparameters that are comparable to those of GS, but with a substantial reduction of 78.81% to
85.12% in the number of evaluations needed. In our study, considering the results from all datasets, it was seen
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that the FGS algorithm had an average of 99.22% less computational cost than the GS algorithm in optimizing
SVR-based models.
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Figure 5. Average rate of convergence of the optimization algorithms over 20 runs for all datasets.

Bao and Liu [56] proposed the FGS ts method to enhance the optimization of hyperparameters in SVR
using the RBF kernel within the domain of time-series forecasting. They used four different benchmark datasets
to demonstrate how FGS ts performed on SVR. Their study did not provide any specific information regarding
the number of evaluations conducted. However, they provided the execution times of both the GS and FGS-
based SVR models for each dataset. Upon evaluation of the findings, it was seen that the proposed FGS ts

algorithm exhibited a significant reduction in time consumption, amounting to 80% less than that of the GS
method. As previously mentioned, upon examining the outcomes derived from all datasets included in our
study, it is obvious that our FGS algorithm exhibits an average reduction of 99.22% in computational time
compared to the GS algorithm when optimizing SVR-based models.

In addition, when the GS was compared with the effectiveness of the GS-based proposed algorithms of
our study, [15], [55], and [56] in terms of SVR model performance, it was seen that comparable/similar model
performances were obtained between the GS and each of the proposed algorithms.
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4. Conclusions
In this study, an improved GS-inspired algorithm called FGS was proposed to obtain the most suitable hyper-
parameters of SVR. The primary objective of this study was to assess the efficacy of the suggested algorithm
through a comparative analysis with other optimization algorithms.

In this respect, the primary comparison was conducted to evaluate the impact of the FGS algorithm
on prediction performance as opposed to the impact of the conventional GS algorithm. This evaluation was
performed on five different medium-sized datasets. To compare the performance of the FGS algorithm on the
datasets, the well-known PSO and BO algorithms were subsequently used for SVR optimization. Through
the implementation of 10-fold cross-validation, the prediction performances of all models utilizing various
hyperparameter optimization algorithms were evaluated by computing the RMSE, MAE, and MAPE values. In
addition to these metrics, topt and Costeval were utilized as determinative performance measures of the models.
To mitigate the impact of randomness and enhance the dependability of the outcomes, the model was executed
a total of 20 times and the final results were computed by averaging the outcomes throughout those 20 runs.

When all results were evaluated according to the RMSE, MAE, and MAPE, it was seen that the FGS-SVR
models generally produced comparable results with the GS-SVR, PSO-SVR, and BO-SVR models. In addition,
the FGS algorithm obtained statistically significant model performances compared to PSO and BO for the EEC,
CCS, and ASN datasets. On the other hand, the optimization phase of these models was 128.8, 12.8, and 2.9
times more time-consuming on average in terms of Costeval , respectively, than that of the FGS-based models.
In conclusion, the results of this work revealed that the FGS-SVR models demonstrate apparent performance
benefits, supporting the reliability and validity of the FGS algorithm. Therefore, the FGS algorithm could
be safely used as a hyperparameter optimizer of SVR, taking advantage of much shorter computational times.
Accordingly, the FGS algorithm can be used for the hyperparameter optimization of other machine learning
methods having multiple discrete hyperparameters in future studies.
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